**Class**

A class is a user defined blueprint or prototype from which objects are created.  It represents the set of properties or methods that are common to all objects of one type. In general, class declarations can include these components, in order:

1. **Modifiers** : A class can be public or has default access (Refer [this](https://www.geeksforgeeks.org/access-specifiers-for-classes-or-interfaces-in-java/) for details).
2. **Class name:** The name should begin with a initial letter (capitalized by convention).
3. **Superclass(if any):** The name of the class’s parent (superclass), if any, preceded by the keyword extends. A class can only extend (subclass) one parent.
4. **Interfaces(if any):** A comma-separated list of interfaces implemented by the class, if any, preceded by the keyword implements. A class can implement more than one interface.
5. **Body:** The class body surrounded by braces, { }.

Constructors are used for initializing new objects. Fields are variables that provides the state of the class and its objects, and methods are used to implement the behavior of the class and its objects.

- methods operate on the internal state (fields or variable)of an object and the object-to-object communication is done via methods.

There are various types of classes that are used in real time applications such as [nested classes](https://www.geeksforgeeks.org/inner-class-java/), [anonymous classes](https://www.geeksforgeeks.org/anonymous-inner-class-java/), [lambda expressions](https://www.geeksforgeeks.org/lambda-expressions-java-8/).

**Difference between class and object**

the class is not shaded, because it represents a blueprint of an object rather than an object itself. In comparison, an object is shaded, indicating that the object exists and that you can use it.

|  |  |  |
| --- | --- | --- |
| **Object** | | **Class** |
| 1) | Object is an **instance** of a class. | | Class is a **blueprint or template** from which  objects are created. |
| 2) | Object is a **real world entity** such as pen, laptop, mobile, bed, keyboard, mouse, chair etc. | | Class is a **group of similar objects**. |
| 3) | Object is a **physical** entity. | | Class is a **logical** entity. |
| 4) | Object is created through **new keyword** mainly e.g. Student s1=new Student(); | | Class is declared using **class keyword**e.g. class Student{} |
| 5) | Object is created **many times** as per requirement. | | Class is declared **once**. |
| 6) | Object **allocates memory when it is created**. | | Class **doesn't allocated memory when it is created**. |
| 7) | There are **many ways to create object** in java such as new keyword, newInstance() method, clone() method, factory method and deserialization. | | There is only **one way to define class** in java using class keyword. |

-A class is an entity that determines how an object will behave and what the object will contain. In other words, it is a blueprint or a set of instruction to build a specific type of object.

-An object is nothing but a self-contained component which consists of methods and properties to make a particular type of data useful. Object determines the behavior of the class. When you send a message to an object, you are asking the object to invoke or execute one of its methods.

**Access specifiers for classes or interfaces in Java**

methods and data members of a class/interface can have one of the following four access specifiers. The access specifiers are listed according to their restrictiveness order.

1)private  
2)default(when no access specifier is specified)  
3)protected  
4) public

But, the classes and interfaces themselves can have only two access specifiers when declared outside any other class.  
1)public  
2) default (when no access specifier is specified)

We cannot declare class/interface with private or protected access specifiers. For example, following program fails in compilation.

|  |
| --- |
| //filename: Main.java  protected class Test {}    public class Main {    public static void main(String args[]) {      }  } |

Run on IDE

Note : Nested interfaces and classes can have all access specifiers.

**A class can contain any of the following variable types.**

* **Local variables** − Variables defined inside methods, constructors or blocks are called local variables. The variable will be declared and initialized within the method and the variable will be destroyed when the method has completed.
* **Instance variables** − Instance variables are variables within a class but outside any method. These variables are initialized when the class is instantiated. Instance variables can be accessed from inside any method, constructor or blocks of that particular class.
* **Class variables** − Class variables are variables declared within a class, outside any method, with the static keyword.

# Java Access Modifiers

A *Java access modifier* specifies which classes can access a given class and its fields, constructors and methods. Access modifiers can be specified separately for a class, its constructors, fields and methods. Java access modifiers are also sometimes referred to in daily speech as *Java access specifiers*, but the correct name is Java access modifiers. Classes, fields, constructors and methods can have one of four different Java access modifiers:

* private
* default (package)
* protected
* public

Each of these Java access modifiers will be covered in the following sections.

Assigning an access modifier to a class, constructor, field or method is also sometimes referred to as "marking" that class, constructor, field or method as that which the access modifier specifies. For instance, assigning the Java access modifier public to a method would be referred to as marking the method as public.

## private Access Modifier

If a method or variable is marked as private (has the private access modifier assigned to it), then only code inside the same class can access the variable, or call the method. Code inside subclasses cannot access the variable or method, nor can code from any external class.

Classes cannot be marked with the private access modifier. Marking a class with the private access modifier would mean that no other class could access it, which means that you could not really use the class at all. Therefore the private access modifier is not allowed for classes.

Here is an example of assigning the private access modifier to a field:

public class Clock {

**private** long time = 0;

}

The member variable time has been marked as private. That means, that the member variable time inside the Clock class cannot be accessed from code outside the Clock class.

### Accessing private Fields via Accessor Methods

Fields are often declared private to control the access to them from the outside world. In some cases the fields are truly private, meaning they are only used internally in the class. In other cases the fields can be accessed via accessor methods (e.g. getters and setters). Here is an accessor method example:

public class Clock {

private long time = 0;

public long getTime() {

return this.time;

}

public void setTime(long theTime) {

this.time = theTime;

}

}

In the above example the two methods getTime() and setTime() can access the time member variable. The two methods are declared public, meaning they can be called from code anywhere in your application. The public Java access modifier is covered later in this text.

### private Constructors

If a constructor in a class is assigned the private Java access modifier, that means that the constructor cannot be called from anywhere outside the class. A private constructor can still get called from other constructors, or from static methods in the same class. Here is a Java class example illustrating that:

public class Clock {

private long time = 0;

private Clock(long time) {

this.time = time;

}

public Clock(long time, long timeOffset) {

this(time);

this.time += timeOffset;

}

public static Clock newClock() {

return new Clock(System.currentTimeMillis());

}

}

This version of the Clock class contains a private constructor and a public constructor. The privateconstructor is called from the public constructor (the statement this();). The private constructor is also called from the static method newClock().

The above example only serves to show you that a private constructor can be called from public constructors and from static methods inside the same class. Do not perceive the above example as an example of clever design in any way.

## default (package) Access Modifier

The default Java access modifier is declared by not writing any access modifier at all. The default access modifier means that code inside the class itself as well as code inside classes in the same package as this class, can access the class, field, constructor or method which the default access modifier is assigned to. Therefore, the default access modifier is also sometimes referred to as the package access modifier. If you don't know what a Java package is, I have explained that in my [**Java packages tutorial**](http://tutorials.jenkov.com/java/packages.html).

Subclasses cannot access methods and member variables (fields) in the superclass, if they these methods and fields are marked with the default access modifier, unless the subclass is located in the same package as the superclass.

Here is an default / package access modifier example:

public class Clock {

long time = 0;

}

public class ClockReader {

Clock clock = new Clock();

public long readClock{

return clock.time;

}

}

The time field in the Clock class has no access modifier, which means that it is implicitly assigned the default / package access modifier. Therefore, the ClockReader class can read the time member variable of the Clock object, provided that ClockReader and Clock are located in the same Java package.

## protected Access Modifier

The protected access modifier provides the same access as the default access modifier, with the addition that subclasses can access protected methods and member variables (fields) of the superclass. This is true even if the subclass is not located in the same package as the superclass.

Here is a protected access modifier example:

public class Clock {

**protected** long time = 0; // time in milliseconds

}

public class SmartClock() extends Clock{

public long getTimeInSeconds() {

return this.time / 1000;

}

}

In the above example the subclass SmartClock has a method called getTimeInSeconds() which accesses the time variable of the superclass Clock. This is possible even if Clock and SmartClock are not located in the same package, because the time field is marked with the protected Java access modifier.

## public Access Modifier

The Java access modifier public means that all code can access the class, field, constructor or method, regardless of where the accessing code is located. The accessing code can be in a different class and different package.

Here is a public access modifier example:

**public** class Clock {

**public** long time = 0;

}

public class ClockReader {

Clock clock = new Clock();

public long readClock{

return clock.time;

}

}

The time field in the Clock class is marked with the public Java access modifier. Therefore, the ClockReaderclass can access the time field in the Clock no matter what package the ClockReader is located in.

## Class Access Modifiers

It is important to keep in mind that the Java access modifier assigned to a Java class takes precedence over any access modifiers assigned to fields, constructors and methods of that class. If the class is marked with the default access modifier, then no other class outside the same Java package can access that class, including its constructors, fields and methods. It doesn't help that you declare these fields public, or even public static.

The Java access modifiers private and protected cannot be assigned to a class. Only to constructors, methods and fields inside classes. Classes can only have the default (package) and public access modifier assigned to them.

## **Interface Access Modifiers**

Java interfaces are meant to specify fields and methods that are publicly available in classes that implement the interfaces. Therefore you cannot use the private and protected access modifiers in interfaces. Fields and methods in interfaces are implicitly declared public if you leave out an access modifier, so you cannot use the default access modifier either (no access modifier).
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**Root class:-**

The **java.lang.Object** class is the root of the class hierarchy. Every class has Object as a superclass. All objects, including arrays, implement the methods of this class.

-**Object** class is present in **java.lang** package. Every class in Java is directly or indirectly derived from the **Object** class. If a Class does not extend any other class then it is direct child class of **Object** and if extends other class then it is an indirectly derived. Therefore the Object class methods are available to all Java classes. Hence Object class acts as a root of inheritance hierarchy in any Java Program.

Declaration:- public class Object

**Constructor:-   
Object()**

This is the Single Constructor.

|  |  |
| --- | --- |
| **Methods** | |
| **Modifier and Type** | **Method and Description** |
| protected [**Object**](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html) | [**clone**](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html#clone())()  Creates and returns a copy of this object. |
| boolean | [**equals**](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html#equals(java.lang.Object))([**Object**](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html) obj)  Indicates whether some other object is "equal to" this one. |
| protected void | [**finalize**](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html#finalize())()  Called by the garbage collector on an object when garbage collection determines that there  are no more references to the object. |
| [**Class**](https://docs.oracle.com/javase/7/docs/api/java/lang/Class.html)<?> | [**getClass**](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html#getClass())()  Returns the runtime class of this Object. |
| int | [**hashCode**](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html#hashCode())()  Returns a hash code value for the object. |
| void | [**notify**](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html#notify())()  Wakes up a single thread that is waiting on this object's monitor. |
| void | [**notifyAll**](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html#notifyAll())()  Wakes up all threads that are waiting on this object's monitor. |
| [**String**](https://docs.oracle.com/javase/7/docs/api/java/lang/String.html) | [**toString**](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html#toString())()  Returns a string representation of the object. |
| void | [**wait**](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html#wait())()  Causes the current thread to wait until another thread invokes the [**notify()**](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html#notify()) method  or the **[notifyAll()](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html" \l "notifyAll())** method for this object. |
| void | [**wait**](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html#wait(long))(long timeout)  Causes the current thread to wait until either another thread invokes the [**notify()**](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html#notify()) method or  the **[notifyAll()](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html" \l "notifyAll())** method for this object, or a specified amount of time has elapsed. |
| void | [**wait**](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html#wait(long,%20int))(long timeout, int nanos)  Causes the current thread to wait until another thread invokes the [**notify()**](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html#notify()) method or the  [**notifyAll()**](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html#notifyAll()) method for this object, or some other thread interrupts the current thread, or a  certain amount of real time has elapsed. |

**Some of common type of class in java are as following:-**

1. Wrapper Class:-

2. Mutable Class:-

3. [Abstract Class:-](http://tutorialspointexamples.com/abstract-class-in-java/)

4. [Final Class:-](http://tutorialspointexamples.com/final-keyword-in-java/)

5. [Anonymous Class:-](http://tutorialspointexamples.com/instance-initializer-block-in-java/)

6.[Input-Output Class:-](http://tutorialspointexamples.com/java-input-output-stream-examples-programs-tutorial/)

7. [String Class:-](http://tutorialspointexamples.com/java-string-handling-programs-examples-tutorial-output/)

8. System Class:-

9. Network Class

# Wrapper Classes in Java

A Wrapper class is a class whose object wraps or contains a primitive data types. When we create an object to a wrapper class, it contains a field and in this field, we can store a primitive data types. In other words, we can wrap a primitive value into a wrapper class object.

**Need of Wrapper Classes**

1. They convert primitive data types into objects. Objects are needed if we wish to modify the arguments passed into a method (because primitive types are passed by value).
2. The classes in java.util package handles only objects and hence wrapper classes help in this case also.
3. Data structures in the Collection framework, such as [ArrayList](https://www.geeksforgeeks.org/arraylist-in-java/) and [Vector](https://www.geeksforgeeks.org/vector-vs-arraylist-java/), store only objects (reference types) and not primitive types.
4. An object is needed to support synchronization in multithreading.

**Primitive Data types and their Corresponding Wrapper class**

[![Wrapper Class](data:image/png;base64,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)](http://cdncontribute.geeksforgeeks.org/wp-content/uploads/Wrapper-Class.png)

**Autoboxing and Unboxing**

**Autoboxing:** Automatic conversion of primitive types to the object of their corresponding wrapper classes is known as autoboxing. For example – conversion of int to Integer, long to Long, double to Double etc.  
Example:

|  |
| --- |
| // Java program to demonstrate Autoboxing    import java.util.ArrayList;  class Autoboxing  {      public static void main(String[] args)      {          char ch = 'a';            // Autoboxing- primitive to Character object conversion          Character a = ch;            ArrayList<Integer> arrayList = new ArrayList<Integer>();            // Autoboxing because ArrayList stores only objects          arrayList.add(25);            // printing the values from object          System.out.println(arrayList.get(0));      }  } |

Run on IDE

Output:

25

**Unboxing:** It is just the reverse process of autoboxing. Automatically converting an object of a wrapper class to its corresponding primitive type is known as unboxing. For example – conversion of Integer to int, Long to long, Double to double etc.

|  |
| --- |
| // Java program to demonstrate Unboxing  import java.util.ArrayList;    class Unboxing  {      public static void main(String[] args)      {          Character ch = 'a';            // unboxing - Character object to primitive conversion          char a = ch;            ArrayList<Integer> arrayList = new ArrayList<Integer>();          arrayList.add(24);            // unboxing because get method returns an Integer object          int num = arrayList.get(0);            // printing the values from primitive data types          System.out.println(num);      }  } |

Run on IDE

Output:

24

**Implementation**

|  |
| --- |
| // Java program to demonstrate Wrapping and UnWrapping  // in Java Classes  class WrappingUnwrapping  {      public static void main(String args[])      {          //  byte data type          byte a = 1;            // wrapping around Byte object          Byte byteobj = new Byte(a);            // int data type          int b = 10;            //wrapping around Integer object          Integer intobj = new Integer(b);            // float data type          float c = 18.6f;            // wrapping around Float object          Float floatobj = new Float(c);            // double data type          double d = 250.5;            // Wrapping around Double object          Double doubleobj = new Double(d);            // char data type          char e='a';            // wrapping around Character object          Character charobj=e;            //  printing the values from objects          System.out.println("Values of Wrapper objects (printing as objects)");          System.out.println("Byte object byteobj:  " + byteobj);          System.out.println("Integer object intobj:  " + intobj);          System.out.println("Float object floatobj:  " + floatobj);          System.out.println("Double object doubleobj:  " + doubleobj);          System.out.println("Character object charobj:  " + charobj);            // objects to data types (retrieving data types from objects)          // unwrapping objects to primitive data types          byte bv = byteobj;          int iv = intobj;          float fv = floatobj;          double dv = doubleobj;          char cv = charobj;            // printing the values from data types          System.out.println("Unwrapped values (printing as data types)");          System.out.println("byte value, bv: " + bv);          System.out.println("int value, iv: " + iv);          System.out.println("float value, fv: " + fv);          System.out.println("double value, dv: " + dv);          System.out.println("char value, cv: " + cv);      }  } |

Run on IDE

**Output:**

Values of Wrapper objects (printing as objects)

Byte object byteobj: 1

Integer object intobj: 10

Float object floatobj: 18.6

Double object doubleobj: 250.5

Character object charobj: a

Unwrapped values (printing as data types)

byte value, bv: 1

int value, iv: 10

float value, fv: 18.6

double value, dv: 250.5

char value, cv: a

**Mutable Class:-**

1. **Mutable object** – You can change the states and fields after the object is created. For examples: StringBuilder, java.util.Date and etc.

2. **Immutable object** – You cannot change anything after the object is created. For examples: String, boxed primitive objects like Integer, Long and etc.

To create immutable class in java, you have to do following steps.

1. Declare the class as final so it can’t be extended.
2. Make all fields private so that direct access is not allowed.
3. Don’t provide setter methods for variables
4. Make all **mutable fields final** so that it’s value can be assigned only once.
5. Initialize all the fields via a constructor performing deep copy.
6. Perform cloning of objects in the getter methods to return a copy rather than returning the actual object reference

## Abstract class in real world:

Let us take an example of graphic objects. Different graphic objects are there such as circle, rectangle, triangle etc. They all have state defined by their positions, colour etc. and behaviour defined by draw, resize, calculate size etc. As all these object types has common things but with different implementations. We can take advantage of common things with different implementations and put these common things in an abstract class (say GraphicObjects) then extends this class in subclasses to provide specific implementations.

## Abstract class in java:

Abstract class is a way of implementing 0 to 100% abstraction. A class declared with abstract keyword is known as an abstract class. An abstract class may or may not contain abstract method. Abstract classes cannot be instantiated.

## Syntax:

|  |
| --- |
| **abstract class className {**  **// declare fields**  **// declare abstract/non-abstract methods**  **}** |

## Abstract method:

A method with no implementation i.e. without braces and followed by a semicolon.

## Syntax:

|  |
| --- |
| **abstract return\_type methodName();** |

## Example:

|  |
| --- |
| ***/\*\****  ***\* This program is used to show simple use of abstract class.***  ***\* @author CodesJava***  ***\*/***  **abstract** **class** GraphicObjects{  *//abstract method declaration*  **abstract** **void** showShape();  }    **class** Circle **extends** GraphicObjects{  ***/\*\****  ***\* This is the overridden method, provide implementation***  ***\* of abstract method according to your need.***  ***\* @author CodesJava***  ***\*/***  **void** showShape() {  System.out.println("Object type is Circle.");  }  }    **class** Rectangle **extends** GraphicObjects{  ***/\*\****  ***\* This is the overridden method, provide implementation***  ***\* of abstract method according to your need.***  ***\* @author CodesJava***  ***\*/***  **void** showShape() {  System.out.println("Object type is Rectangle.");  }  }    **class** Triangle **extends** GraphicObjects{  ***/\*\****  ***\* This is the overridden method, provide implementation***  ***\* of abstract method according to your need.***  ***\* @author CodesJava***  ***\*/***  **void** showShape() {  System.out.println("Object type is Triangle.");  }    }    **public** **class** AbstractClassExample1 {  **public** **static** **void** main(String args[]){  *//GraphicObjects is the super class*  *//hence it's reference can contain subclass object.*  GraphicObjects obj = **new** Circle();  obj.showShape();  obj = **new** Rectangle();  obj.showShape();  obj = **new** Triangle();  obj.showShape();  }  } |

## Output:

|  |
| --- |
| Object type is Circle.  Object type is Rectangle.  Object type is Triangle. |

[***Download this example.***](https://codesjava.com/wp-content/uploads/2014/08/AbstractClassExample1.rar)

## If a class have one abstract method it must be an abstract class but vice versa is not true i.e. it is not necessary that an abstract class have an abstract method.

## Example:

|  |
| --- |
| **abstract** **class** GraphicObjects{*//no error*  *//non-abstract method declaration*  **void** showShape(){  System.out.println("Print object shape.");  }  } |
| *//error here class must be abstract if it*  *//have one or more abstract methods.*  **class** GraphicObjects{  *//abstract method declaration*  **abstract** **void** showShape(){  } |

## If a class extends abstract class than either it has to provide implementation of all abstract methods or declare this class as abstract class.

## Example:

|  |
| --- |
| ***/\*\****  ***\* This program is used to show that a class either***  ***\* have to provide implementation***  ***\* of all abstract methods of extended abstract***  ***\* class or declare abstract itself.***  ***\* @author CodesJava***  ***\*/***  **abstract** **class** GraphicObjects{  *//abstract method declaration*  **abstract** **void** showShape();  }    **class** Circle **extends** GraphicObjects{  ***/\*\****  ***\* This is the overridden method, provide implementation***  ***\* of abstract method according to your need.***  ***\* @author CodesJava***  ***\*/***  **void** showShape() {  System.out.println("Object type is Circle.");  }  }    **class** Rectangle **extends** GraphicObjects{  *//error here, Rectangle class have to provide implementation*  *//of all abstract methods of extended abstract class.*  }    **abstract** **class** Triangle **extends** GraphicObjects{  *//no error here, because Triangle class is declared*  *//as an abstract class*  }    **public** **class** AbstractClassExample2 {  **public** **static** **void** main(String args[]){  *//GraphicObjects is the super class*  *//hence it's reference can contain subclass object.*  GraphicObjects obj = **new** Circle();  obj.showShape();  }  } |

## Output:

|  |
| --- |
| Error. |

[***Download this example.***](https://codesjava.com/wp-content/uploads/2014/08/AbstractClassExample2.rar)

## An abstract class can have both static and non-static data members and methods like any other java class.

## Example:

|  |
| --- |
| ***/\*\****  ***\* This program is used to show that abstract class can have both static***  ***\* and non-static data members and methods like any other java class.***  ***\* @author CodesJava***  ***\*/***  **abstract** **class** GraphicObjects{  *//non static data member*  **int** var1 = 50;    *//static data member*  **static** String str1 = "www.codesjava.com";    *//abstract method declaration*  **abstract** **void** showShape();    *//non abstract, non static method*  **void** area(**int** area){  System.out.println("Area = " + area);  }    *//non abstract, static method*  **static** **void** displayGraphicObjects(){  System.out.println("Graphic objects.");  }  }    **class** Circle **extends** GraphicObjects{  ***/\*\****  ***\* This is the overridden method, provide implementation***  ***\* of abstract method according to your need.***  ***\* @author CodesJava***  ***\*/***  **void** showShape() {  System.out.println("Object type is Circle.");  System.out.println("Non static variable = " + var1);  }  }    **public** **class** AbstractClassExample3 {  **public** **static** **void** main(String args[]){  *//GraphicObjects is the super class*  *//hence it's reference can contain subclass object.*  GraphicObjects obj = **new** Circle();  obj.showShape();  obj.area(250);    *//call static method and variable with class name.*  GraphicObjects.displayGraphicObjects();  System.out.println("static variable = "  + GraphicObjects.str1);  }  } |

## Output:

|  |
| --- |
| Area = 250  Graphic objects.  **static** variable = www.codesjava.com |

[***Download this example.***](https://codesjava.com/wp-content/uploads/2014/08/AbstractClassExample3.rar)

## Why abstract class is used:

Abstract class in java is used to implement 0 to 100% abstraction.

##### Note: Abstract class provide 0 to 100% abstraction because it may contain no abstract method or it may contain some of its methods as abstract methods or it may contain all its methods as abstract methods.

## Can abstract class have constructors in Java?

Yes, abstract class have constructors in java. But it is not used to instantiate abstract class. It is used in constructor chaining or to initialize abstract class common variables.

## Can abstract class be final in Java?

No, abstract class can’t be final in Java because abstract classes are used only by extending and if they made final they can’t extended.

final is a keyword in java which can be used with instance variables, local variables , methods and classes.

## Use of final keyword in java:

## 1. final variable in java:

A variable declared with final keyword is known as final variable. It may be member variable or local variable. final variables are constants in java and they are generally declared with static keyword. As final variables are treated as constants they can’t reassign. They are initialised at the time of declaration.

## Example:

**FinalExample1.java**

|  |
| --- |
| ***/\*\****  ***\* This program is used to show that the value of***  ***\* final variable can't be change.***  ***\* @author CodesJava***  ***\*/***  **class** Test{  *//final variable*  **final** **int** num = 100;    *//method for try to change the value of final variable.*  **public** **void** show(){  *//error because value of final variable can't be change.*  num = 200;  System.out.println("Num = " + num);  }  }  **public** **class** FinalExample1 {  **public** **static** **void** main(String args[]){  *//creating object of Test Class*  Test obj = **new** Test();  *//method call*  obj.show();  }  } |

## Output:

|  |
| --- |
| Exception in thread "main" java.lang.Error:  Unresolved compilation problem:  The **final** field Test.num cannot be assigned  at com.codesjava.business.Test.show(FinalExample1.java:15)  at com.codesjava.business.FinalExample1.main  (FinalExample1.java:24) |

[***Download this example.***](https://codesjava.com/wp-content/uploads/2014/08/FinalExample1.rar)

##### Note: Inside Anonymous classes only final variables are accessible.

## 2.  final method in java:

A method declared with final keyword is known as final method.

## Example:

**FinalExample2.java**

|  |
| --- |
| ***/\*\****  ***\* This program is used to show that final method can't be override.***  ***\* @author CodesJava***  ***\*/***  **class** Show{  **public** **final** **void** show(){  System.out.println("Hello world.");  }  }    **class** Display **extends** Show{  *//error because final method can't be override.*  **public** **void** show(){  System.out.println("Hello codesjava.com.");  }  }    **public** **class** FinalExample2 {  **public** **static** **void** main(String args[]){  *//creating object of Display class*  Display obj = **new** Display();  *//method call*  obj.show();  }  } |

## Output:

|  |
| --- |
| Exception in thread "main" java.lang.VerifyError:  **class** com.codesjava.business.Display overrides **final** method show.()V  at java.lang.ClassLoader.defineClass1(**Native** Method)  at java.lang.ClassLoader.defineClass(Unknown Source)  at java.security.SecureClassLoader.defineClass(Unknown Source)  at java.net.URLClassLoader.defineClass(Unknown Source)  at java.net.URLClassLoader.access$100(Unknown Source)  at java.net.URLClassLoader$1.run(Unknown Source)  at java.net.URLClassLoader$1.run(Unknown Source)  at java.security.AccessController.doPrivileged(**Native** Method)  at java.net.URLClassLoader.findClass(Unknown Source)  at java.lang.ClassLoader.loadClass(Unknown Source)  at sun.misc.Launcher$AppClassLoader.loadClass(Unknown Source)  at java.lang.ClassLoader.loadClass(Unknown Source)  at com.codesjava.business.FinalExample2.main  (FinalExample2.java:23) |

[***Download this example.***](https://codesjava.com/wp-content/uploads/2014/08/FinalExample2.rar)

##### Note: A final method can be inherited but can’t be override.

## 3.  final class in java:

A class declared with final keyword is known as final class. A final class can’t be inherited.

## Example:

**FinalExample3.java**

|  |
| --- |
| ***/\*\****  ***\* This program is used to show that final class can't be inherited.***  ***\* @author CodesJava***  ***\*/***  **final** **class** Show{  **public** **void** show(){  System.out.println("Hello world.");  }  }  *//error because final class can't be inherited.*  **class** Display **extends** Show{  **public** **void** display(){  System.out.println("Hello codesjava.com.");  }  }    **public** **class** FinalExample3 {  **public** **static** **void** main(String args[]){  *//creating object of Display class*  Display obj = **new** Display();  *//method call*  obj.display();  }  } |

## Output:

|  |
| --- |
| Exception in thread "main" java.lang.Error:  Unresolved compilation problem:  The type Display cannot subclass the **final** **class** Show  at com.codesjava.business.Display.(FinalExample3.java:13)  at com.codesjava.business.FinalExample3.main  (FinalExample3.java:22) |

[***Download this example.***](https://codesjava.com/wp-content/uploads/2014/08/FinalExample3.rar)

##### Note: final method can be inherited.

## Example:

**FinalExample4.java**

|  |
| --- |
| ***/\*\****  ***\* This program is used to show that final method can be inherited.***  ***\* @author CodesJava***  ***\*/***  **class** Show{  **public** **final** **void** show(){  System.out.println("Hello world.");  }  }    **class** Display **extends** Show{  **public** **void** display(){  System.out.println("Hello codesjava.com.");  }  }    **public** **class** FinalExample4 {  **public** **static** **void** main(String args[]){  *//creating object of Display class*  Display obj = **new** Display();  *//method call*  obj.show();  }  } |

## Output:

|  |
| --- |
| Hello world. |

[***Download this example.***](https://codesjava.com/wp-content/uploads/2014/08/FinalExample4.rar)

##### Note: Abstract class and constructor can’t be final.

## 4. Blank final variable in java:

A variable declared with final keyword but not initialised at declaration time is known as blank final variable. They are initialised at the time of object creation in constructor and can’t change after that.

## Example:

**FinalExample5.java**

|  |
| --- |
| ***/\*\****  ***\* This class is used to show the example of blank final variable.***  ***\* @author codesjava***  ***\*/***  **class** Test{  *//blank final variable which can only be*  *//initialize through constructor.*  **final** **int** num;    Test(**int** n){  num = n;  System.out.println("Num = " + num);  }  }  **public** **class** FinalExample5 {  **public** **static** **void** main(String args[]){  **new** Test(100);  }  } |

## Output:

|  |
| --- |
| Num = 100 |

[***Download this example.***](https://codesjava.com/wp-content/uploads/2014/08/FinalExample5.rar)

## 5. static blank final variable in java:

A static variable declared with final keyword but not initialised at declaration time is known as static blank final variable. It can be initialised in a static block only.

## Example:

**FinalExample6.java**

|  |
| --- |
| ***/\*\****  ***\* This class is used to show the example of static blank final variable.***  ***\* @author CodesJava***  ***\*/***  **class** Test{  *//blank final variable which can only be initialize*  *//through static initializer block.*  **static** **final** **int** num;    **static**{  num = 100;  System.out.println("Num = " + num);  }  }  **public** **class** FinalExample6 {  **public** **static** **void** main(String args[]){  **new** Test();  }  } |

## Output:

|  |
| --- |
| Num = 100 |

[***Download this example.***](https://codesjava.com/wp-content/uploads/2014/08/FinalExample6.rar)

## 6.  final parameter in java:

A method parameter declared with final keyword is known as final parameter. Its value can’t be changed.

## Example:

**FinalExample7.java**

|  |
| --- |
| ***/\*\****  ***\* This program is used to show that value of***  ***\* final parameter can't be changed.***  ***\* @author CodesJava***  ***\*/***  **class** Test{  **public** **void** showDouble(**final** **int** num){  *//error because value of final parameter can't be changed.*  num = num \* 2;  System.out.println("Num \* 2 = " + num);  }  }  **public** **class** FinalExample7 {  **public** **static** **void** main(String args[]){  *//creating object of Test class*  Test obj = **new** Test();  *//method call*  obj.showDouble(10);  }  } |

## Output:

|  |
| --- |
| Exception in thread "main" java.lang.Error:  Unresolved compilation problem:  The **final** local variable num cannot be assigned.  It must be blank and not using a compound assignment  at com.codesjava.business.Test.showDouble  (FinalExample7.java:11)  at com.codesjava.business.FinalExample7.main  (FinalExample7.java:20) |

[***Download this example.***](https://codesjava.com/wp-content/uploads/2014/08/FinalExample7.rar)

## Advantages/Benefits of final keyword:

1. **Performance: JVM kept in cache if variables, methods and classes are declared final.**
2. **Immutable classes: With the help of final keyword we can made immutable classes.**

**Anonymous Class**

## Instance initializer block:

Instance initializer block is a mechanism provided by java compiler to define a group of statements common to all constructors at a single place. At the compilation time, compiler moves these statements at the beginning of all constructors after super. It is can also be used to initialize the instance variable.

## Example:

**AnonymousBlockExample1.java**

|  |
| --- |
| ***/\*\****  ***\* This program is used to show the use of AnonymousBlock.***  ***\* @author CodesJava***  ***\*/***  **class** Display {  **int** a, b;    *//Anonymous or instance initializer Block*  {  System.out.println("AnonumousBlock called.");  a = 10;  }    *//default constructor*  Display(){  System.out.println("default constructor called.");  }    *//one argument constructor*  Display(**int** num){  System.out.println("one parameter constructor called.");  b = num;  }    *//method to display values*  **public** **void** display(){  System.out.println("a = " + a);  System.out.println("b = " + b);  }  }    **public** **class** AnonymousBlockExample1 {  **public** **static** **void** main(String args[]){  Display obj1 = **new** Display();  obj1.display();    Display obj2 = **new** Display(20);  obj2.display();  }  } |

## Output:

|  |
| --- |
| AnonumousBlock called.  **default** constructor called.  a = 10  b = 0  AnonumousBlock called.  one parameter constructor called.  a = 10  b = 20 |

[***Download this example.***](https://codesjava.com/wp-content/uploads/2014/08/AnonumousBlockExample1.rar)

## If two Anonymous Blocks are used then they will execute in the same order in which they are appear.

## Example:

**AnonymousBlockExample2.java**

|  |
| --- |
| ***/\*\****  ***\* This program is used to show that if two AnonymousBlocks***  ***\* are used then they will execute in the same order in***  ***\* which they are appear.***  ***\* @author CodesJava***  ***\*/***  **class** Display {  **int** a, b, c;    *//First Anonymous or instance initializer Block*  {  System.out.println("First AnonumousBlock called.");  a = 10;  }    *//Second Anonymous or instance initializer Block*  {  System.out.println("Second AnonumousBlock called.");  b = 20;  }    *//default constructor*  Display(){  System.out.println("default constructor called.");  }    *//one argument constructor*  Display(**int** num){  System.out.println("one parameter constructor called.");  c = num;  }    *//method to display values*  **public** **void** display(){  System.out.println("a = " + a);  System.out.println("b = " + b);  System.out.println("c = " + c);  }  }    **public** **class** AnonymousBlockExample2 {  **public** **static** **void** main(String args[]){  Display obj1 = **new** Display();  obj1.display();    Display obj2 = **new** Display(30);  obj2.display();  }  } |

## Output:

|  |
| --- |
| First AnonumousBlock called.  Second AnonumousBlock called.  **default** constructor called.  a = 10  b = 20  c = 0  First AnonumousBlock called.  Second AnonumousBlock called.  one parameter constructor called.  a = 10  b = 20  c = 30 |

[***Download this example.***](https://codesjava.com/wp-content/uploads/2014/08/AnonumousBlockExample2.rar)

## If static and non-static Anonymous Blocks are used then static Anonymous Block is executed only once.

## Example:

**AnonymousBlockExample3.java**

|  |
| --- |
| ***/\*\****  ***\* This program is used to show that if static and non-static***  ***\* AnonymousBlocks are used then static AnonymousBlocks is***  ***\* executed only once.***  ***\* @author CodesJava***  ***\*/***  **class** Display {  **int** a, b;    *//static Anonymous or instance initializer Block*  **static** {  System.out.println("Static AnonumousBlock called.");  }    *//non-static Anonymous or instance initializer Block*  {  System.out.println("Non-Static AnonumousBlock called.");  a = 20;  }    *//default constructor*  Display(){  System.out.println("default constructor called.");  }    *//one argument constructor*  Display(**int** num){  System.out.println("one parameter constructor called.");  b = num;  }    *//method to display values*  **public** **void** display(){  System.out.println("a = " + a);  System.out.println("b = " + b);  }  }    **public** **class** AnonymousBlockExample3 {  **public** **static** **void** main(String args[]){  Display obj1 = **new** Display();  obj1.display();    Display obj2 = **new** Display(30);  obj2.display();  }  } |

## Output:

|  |
| --- |
| **Static** AnonumousBlock called.  Non-**Static** AnonumousBlock called.  **default** constructor called.  a = 20  b = 0  Non-**Static** AnonumousBlock called.  one parameter constructor called.  a = 20  b = 30 |

[***Download this example.***](https://codesjava.com/wp-content/uploads/2014/08/AnonumousBlockExample3.rar)

## In which order static initializer  block, instance initialize  block, super and constructor are called?

**static initialize  block – super- instance initialize  block – constructor.**

## Example:

**AnonymousBlockExample4.java**

|  |
| --- |
| ***/\*\****  ***\* This program is used to show that in which order static***  ***\* AnonumousBlocks, non-static AnonumousBlocks, super and***  ***\* default constructors are called.***  ***\* @author CodesJava***  ***\*/***  **class** Show{  Show(){  System.out.println("Super class constructor.");  }  }    **class** Display **extends** Show{  *//static Anonymous or instance initializer Block*  **static** {  System.out.println("Static AnonumousBlock called.");  }    *//non-static Anonymous or instance initializer Block*  {  System.out.println("Non-Static AnonumousBlock called.");  }    *//default constructor*  Display(){  **super**();  System.out.println("default constructor called.");  }  }    **public** **class** AnonymousBlockExample4 {  **public** **static** **void** main(String args[]){  Display obj = **new** Display();  }  } |

## Output:

|  |
| --- |
| **Static** AnonumousBlock called.  **Super** **class** constructor.  Non-**Static** AnonumousBlock called.  **default** constructor called. |

# Java.lang.Class class in Java